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Analogical Reasoning for Digital System Synthesis
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Abstract

Knowledge-based expert systems are being integrated
into a variety of VLSI computer-aided design tools. Unfor-
tunately, the static and predetermined capabilities of most
of these systems do not allow them to acquire design
experience for future use. To overcome this limitation, a
digital synthesis system based on analogical reasoning prin-
ciples has been developed. It is capable of remembering
past design experience and employing this accumulated
experience in solving new problems. This approach results
in a system that acts as an intelligent design assistant
because of its ability to improve in both design capabilities
and performance through its use.

The system refines VHDL behavioral specifications
into structural modules by building hierarchical design
trees. This refinement is accomplished by executing plans
composed of partially ordered rule sets. The current system
has rules for designing circuits comprised of elementary
digital components including transistors, logic gates, and
inverter loop memory cells. Some of the reasoning and
learning techniques being employed include formulation of
design plans and their preconditions, abstraction of plans,
and transformation of plans to analogous design problems.

1. Introduction

In recent years, several knowledge-based expert sys-
tems have been proposed and implemented for aiding in the
design of integrated circuits. Some of the problems being
investigated include layout [8], simulation [19], verification
and analysis [7,9], and synthesis [1,10,15,16,18]. These
systems are particularly suited to situations in which heuris-
tic expert knowledge must be employed because algo-
rithmic techniques are unavailable or prohibitively expen-
sive. Unfortunately, the knowledge embodied in these sys-
tems is static: it fails to capture the iterative aspects of the
design process that involve solving new problems by build-
ing upon the experience of previous design efforts.

There have been several attempts to overcome this
limitation by making use of more sophisticated reasoning
and learning techniques {11,12]. One such system, the
Learning Apprentice System (LEAP) for VLSI design [14],
acquires knowledge by generalizing from training examples.
The transfer of experience from previous design efforts to
new problems has also been accomplished via analogical
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reasoning methods [2,21]. These methods, however, are
limited by their requirements that new design problems be
identical to previously solved ones.

This paper addresses an analogical reasoning approach
to digital design in which old design efforts can aid in solv-
ing new problems, even when there is only a partial match
between old and new problems. With this approach, a
design system can learn either from a user or as a result of
its own problem-solving efforts. These ideas have been
integrated into a system that refines behavioral descriptions
written in VHDL (VHSIC Hardware Description Language)
[6,20] to synthesize digital circuits.

2. Design Hierarchy

A plan consists of a sequence of rules that transforms
and decomposes a digital circuit design problem by build-
ing a hierarchical design tree. Each node of this tree is an
entity, or component, that is described in terms of its

O
(B) Behavior — functional specification, and
(S) Structure — subcomponents and their interconnections.

The description of an entity’s interface and behavior
(I-B) specify a design problem. A rule can be applied
when its antecedent matches an I-B. Executing its conse-
quent results in building a structural description (S) for the
I-B, as well as all of the subcomponent descriptions (I-Bs)
instantiated by S. A sequence of rule applications refines
this specification into a tree of I-B-S nodes. The leaves of
this tree constitute a solution synthesized in terms of instan-
tiated library components, such as standard cells or
parameterized modules. Fig. 2 shows an I-B-S tree con-
structed during the design of the simple circuit in Fig. 1.

Interface — port and parameter declarations,
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Fig. 1. Schematic diagram for a circuit comprised of a
memory element and combinational logic.
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Fig. 2. Hierarchical design tree for the circuit in Fig. 1.

The system uses VHDL for representing VLSI
designs. Since the declarative facilites of VHDL are
intended for describing design abstraction, they are well
suited for specifying the I-B-S design hierarchy.

3. Strategy for Solving Design Problems

A variety of artificial intelligence techniques is avail-
able for solving circuit design problems. The following
control strategy for solving a problem P is based on classi-
fying these techniques according to the amount and
specificity of domain knowledge they require [2]:

(1) If knowledge of a circuit that satisfies P is available,
then this solution is directly instantiated.

(2) If a specific plan for transforming and decomposing P

is available, then it is directly executed.

(3) If a plan for solving P’ is available, where P’ is ‘‘simi-

lar’’ to P, then it is analogically transformed to syn-

thesize a circuit for P.

(4) If past experience is unavailable, then weak methods
such as heuristic search or means-ends analysis are

employed.

To implement this strategy, a system must be capable of
formulating, remembering, and executing design plans.

4. Formulating Plans and Plan Preconditions

In the system described herein, circuit design rules are
applied deductively to transform and decompose VHDL
specifications of design problems. Because a hierarchy of
independent subentities is created by this process, rule sets
leading to final designs are partially ordered when they are
saved as plans (Fig. 3). These plans can be followed to
design circuits for new problem specifications.
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Memory-Partition Rule

Pass-Transistor Rule

Fig. 3. Plan for synthesizing the circuit in Fig. 1.

The precondition for a plan is a set of conditions that
a problem’s specification must meet in order for the plan to
be applicable. Previous techniques, such as the STRIPS tri-
angle table [3,4] or goal regression in explanation-based
generalization [13], derive these conditions based on a plan
and specific training examples. The approach used here
differs in that only the partially ordered rules of the plan
are used. Thus, the most general (i.e., necessary and
sufficient) precondition is obtained.

5. Reasoning by Analogy

Exact analogies arise when the specification of a new
problem satisfies the precondition for a plan of a previously
solved design problem. Yet it is conceivable that an old
plan might almost apply, except for a few minor steps. In
order to make use of the previous problem-solving experi-
ence embedded in a plan, it should be possible to use por-
tions of it to solve, at least partially, the new problem.
Thus, the use of inexact analogies via increasingly abstract
design plans has been developed.

Plan abstractions [5,17] are obtained by omitting or
generalizing steps that are considered details (Fig. 4). Con-
sequently, abstracted plans have more general preconditions
and are applicable to a wider class of problems. These
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Fig. 4. Abstraction for the plan in Fig. 3.
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Fig. 5. Analogous circuit to that in Fig. 1.
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Fig. 6. Analogical transformation of the abstract plan in
Fig. 4.

plans are analogically transformed to suit specific problems
by appropriately filling in missing steps (Figs. 5-6). Note
that as plans get more abstract, the number of details that
must be filled in to solve a given problem increases.
Hence, it is desirable to find and apply the least abstract
plan that is appropriate.

Three activities can be identified in this abstraction
procedure:

(1) generating and storing plan and precondition abstrac-
tions from given design problems and solutions,

(2) recognizing analogies by matching new problem
specifications with abstract preconditions for previ-
ously solved problems, and

€))

analogically transforming abstract plans to synthesize
solutions to new problems.

Because of the inherent complexity of VLSI design,
interactive user assistance for various phases of this process
is employed. With use, the system accumulates design
knowledge resulting in an increase in both its performance
and its ability to synthesize digital circuits.

1. Results

The current system employs rules written in Common
Lisp. Table 1 shows some measurements of execution time
and rule use for a small test circuit. Three strategies were
evaluated on a Symbolics 3640:

I : l ; Output
Input§
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(S1) exhaustively computing all possible design plans,

(S2) exhaustively computing all possible specializations for
an abstract plan, and

(83) directly applying a specific plan.

The abstract plan, which consisted of three rules, was
obtained by eliminating the rules that instantiated library
components in the nine-rule specific plan used in strategy
(S3). Designing with the aid of an abstract plan resulted in
reductions of over 98% in execution time, rules applied,
and number of alternative designs produced. While these
results do not reflect searching for previous plans or using
heuristics to reduce the exhaustive search, they strongly
suggest that dramatic improvements in the performance of

design systems can be achieved by incorporating analogical
reasoning techniques.

Table 1. Test Circuit Measurements (CAM cell)
Design || Execution Rules Rules Number
Strategy || Time (sec) | Attempted | Applied | of Designs
(81) 612327 7145025 | 117570 50463
(82) 770.3 57753 1519 616
(83) 53 9 9 I

1. Conclusions

A system has been developed for the design of digital
systems through the refinement.of behavioral specifications
into structural specifications using analogical reasoning.
Analogical transformation of increasingly abstract design
plans is used when more specific plans fail to apply. The
main advantages of this system are that it improves in both
performance and design capabilities as it is used.

At present, the system has rules for designing circuits
comprised of elementary digital components including
transistors, logic gates, and clocked inverter loop memory
cells. It is being extended to include rules for the synthesis

of processor-level circuits using higher-level building
blocks.
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