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Introduction Thrust 1 Results Thrust 2 Results

Next-generation naval ships subjected to impact and fatigue events Research outcomes for Thrust 1: Research outcomes for Thrust 2

will benefit from condition assessment technology and the ability to Thrust 1 consisted of designing a test structure to generate distribution A data. The test structure Thrust 2 developed a model updating framework that could update a structure
react appropriately. When implemented properly a digital twin is shown below in Figure 1 where figure 2a) is the original plan and shows how the test structure for two damage cases that happen on two different time scales (fatigue damage
model of a naval ship or ship structure can be used for informed could be deployed in a water-tunnel like setting to collect data. Figure 2b) shows how the test on a long timescale and an impact on a short time scale). A variety of tests with
response management that will increase ship lifespans, structure was updated to allow for this testing at the UofSC. However, due to lab closures, the varying fatigue crack and impact tests were conducted, a fatigue crack that
maintenance intervals, and survivability. These models include test structure was modeled in finite element analysis software (FEA). grows from 2 to 20 mm and “impact” that results in roller displacement of 2
fatigue and load, which will be used to make decisions across the mm. Results for the change in frequency (w) and mode shapes () for these
structure’s timescales (Real-Time to life span). The main obstacle values are presented below in Figure 3. Note that the crack growth and impact
that occurs with multi-model data assimilation is the vast amount of damage both result in changes to the frequency and mode shapes.

data that needs to be updated into multiple models and linked to
the structure’s existing condition to calculate its remaining life. This
data comes from a wide range of sources and locations, including
strain measurements from physical sensors that are attached to a
ship's structure and 3D scans from aerial drones. This research
presents a methodology that updates multiple damage cases
(fatigue and plastic deformation impact) into a single FEA model.
This work uses a scaled model of a structural ship component
subjected to representative wave loadings.

Methodology

Thrust 1: Develop a 1-D test structure.

This thrust will develop a 1-D structural testbed (“beam model”) of a
ship to produce simplified data sets that will be used for validating
multi-model data assimilation algorithms.

Figure 3: The growth of the fatigue and impact damage

Continuing, this thrust also implemented a particle swarm that runs for a
finite number of steps. When this is run on any set of data, each particle

Thrust 2: Develop tools for multi-model data assimilation. travels to the next data point and determines if it is lower than the previous.

Thrust 2 will investigate the assimilation of data into multiple models Figure 1: a) Original design with attached DAQ; b) Updated design capable of testing at This is looped until the number of input steps is reached. Once reached, the

with the goal of developing a well-informed digital twin of a naval UofSC, and; c) FEA model of beam. lowest particle coordinate is saved as the optimal location for the stepper

structural system. , motor boundary conditions for the FEA model. This method was used on the
FEA modeling for test structure Flexibility Matrix and is shown below.

Thrust 3: Investigate multi-timescale decision-making. A key development was the creation of a Python code capable of building, executing, and

This thrust will investigate the use of the updated models for decision- processing FEA models. For this work, the commercial FEA code Abaqus was used as the solver.

making on varying timescales from real-time (impact) responses to life- Various beam configurations were considered, including simply supported, cantilever, single and

cycle decision-making (fatigue). double roller supports, and beams with and without webbing. Finally, a cantilever beam with

single roller support on the right-hand-side was selected, as shown in figure 2a). A fatigue crack
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The continuation of this project is detailed below:

Figure 2: a) 2D representation of the final beam; b) fatigue crack modeled as a hole.

J. Yan, X. Du, A. Downey, A. Cancelli, S. Laflamme, L. Leifsson, A. 1. Finalize and test FEA Model Updating Script (Thrust 3)
Chen, F. Ubertini, Surrogate model for condition assessment of Abaqus CAE was used to create a shell model of the beam. Using both the macro manager and 2. Integrate the solved optimal FEA boundary conditions to the physical test
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